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Abstract — Multiplier is one of the key arithmetic operations used in most of the high performance digital systems including FIR 

filters, digital signal processors and microprocessors. With advances in technology, many researchers have tried and are trying to 

design multipliers which offer either high speed or low power consumption. The proposed multiplier is finding out the best trade off 

solution between high speed and low power consumption. The splitter based multiplier produces n/2 partial products and overcome 

many disadvantages of look-up table multiplier, Wallace tree multiplier and booth multiplier. 
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INTRODUCTION 

Design of efficient Multipliers is an active research topic because recent applications demand technologies to employ Digital 

Signal Processors (DSPs) rather than Microprocessors. In the DSPs the basic building block is the Multiply and Accumulate (MAC) 

unit.  The MAC unit performs two processes namely multiply the multiplicant with multiplier and Accumulate (Add) the partial 

products to produce the desired result. Though by doing these two processes there may be time complexity to produce the result. So 

still there is research going on regarding MAC unit to reduce the time complexity. While discussing about the reduction of time the 

Booth Multiplier will reduce the partial products by assigning weights to the Multiplier and uses overlapping Method which will 

produce the result faster than the traditional Binary Multiplier. Even though Booth Multiplier reduces the time complexity, use of 

overlapping method in Booth Multiplier will be more time consuming because of the use of 2‘s complement.  The speed of 

multiplication operation is of great importance in digital signal processing as well as in the general purpose processors today. 

In the past multiplication was generally implemented via a sequence of addition and shift operations. Multiplication can be 

considered as a series of repeated additions. The number to be added is the multiplicand, the number of times that it is added is the 

multiplier, and the result is the product. Each step of addition generates a partial product. In most computers, the operand usually 

contains the same number of bits. When the operands are interpreted as integers, the product is generally twice the length of operands 

in order to preserve the information content. This repeated addition method that is suggested by the arithmetic definition is slow that it 

is almost always replaced by an algorithm that makes use of positional representation. It is possible to decompose multipliers into two 

parts. The first part is dedicated to the generation of partial products, and the second one collects and adds them. The basic 

multiplication principle is twofold i.e. evaluation of partial products and accumulation of the shifted partial products. It is performed 

by the successive additions of the columns of the shifted partial product matrix 

EXISTING MULTIPLIERS OVERVIEW 

look-up table multiplier 

Look-Up Table multipliers are simply a block of memory containing a complete multiplication table of all possible input 

combinations. The large table size will needed for even higher inputs, which make these impractical for FPGAs. For example 2 X 2 

multiplication sixteen memory elements are needed to store all possible value of products whereas for 3 X 3 multiplication totally 

sixty four memory elements are needed to store all possible value of product result.  

Wallace tree multiplier   

The Wallace tree multiplier is considerably faster than a simple array multiplier because its height is logarithmic in word size, 

not linear. However, in addition to the large number of adders required, the Wallace tree‘s wiring is much less regular and more 

complicated. As a result, Wallace trees are often avoided by designers, while design complexity is a major concern to them. Wallace 

tree styles are generally avoided for low power applications, since excess of wiring is likely to consume extra power. While 

subsequently faster than Carry-save structure for large bit multipliers, the Wallace tree multiplier has the disadvantage of being very 
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irregular, which complicates the task of coming with an efficient layout. The summing of the partial product bits in parallel using a 

tree of carry-save adders became generally known as the Wallace Tree.  

Booth multiplier 

There are two algorithms used in booth multiplication They are radix 2 and radix 4 algorithm. To perform radix-2 booth 

algorithm following steps to be followed 

 

Step 1: Making the Booth table 

 From the two numbers, pick the number with the smallest difference between a series of consecutive numbers, and make it a 

multiplier. 

 Let X = multiplier & Y = multiplicand 

 Load the X value in the table. 

 Load 0 for X-1 value it should be the previous first least significant bit of X 

 Load 0 in U and V rows which will have the product of X and Y at the end of operation. 

 

Step 2: Booth Algorithm 

Booth algorithm requires examination of the multiplier bits, and shifting of the partial product. Prior to the shifting, the 

multiplicand may be added to partial product, subtracted from the partial product, or left unchanged according to the following rules 

                                                             Table 1 partial product rules for Radix-2 

X X -1 Operation performed 

0 0 Shift only 

1 1 Shift only 

0 1 Add Y to U, and shift 

1 0 Subtract Y from U, and shift 

 

Similarly to perform radix-4 booth algorithm the following steps should be followed 

 

 Radix number conversion               First of all the multiplier had to be converted in to radix number 

 Partial product array formation    The multiplicand is multiplied with five different weights and are stored in an array 

 Partial product selection                 Based on three bit combination of multiplier the partial product is selected from the 

array.  

 Wallace tree addition                       After selecting the partial products added them using Wallace tree adder to produce 

product result 

Drawbacks Of Existing Multipliers 

By analyzing the functionality of three basic multipliers namely Look-Up Table Multiplier, Wallace Tree Multiplier and 

Booth Multipliers the following disadvantages are founded, they are as follows 

 Memory Requirements  

 Circuit Complexity 

 Radix Number Conversion 

 Overlapping Concept 

 Number Of Weights Used  

 Signed Number Multiplication 

PROPOSED ARCHITECTURE 

The block representation of the splitter based multiplier comprises of three blocks namely  
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 Multiplier splitter 

 Multiplier Splitter Based Partial Product Generator (MSBPPG)  

 Wallace Tree Adder  

 Sign detector 

 

In which MSBPPG is the main building block of Splitter Based Multiplier. This block also comprises of two sub blocks such 

as partial product array and 4-1 Multiplexer. This proposed multiplier is designed to reduced number of partial products that is n/2 

partial products are generated for n inputs and also it computes the product comparatively faster than the existing multiplier.  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Multiplier splitter 

           

  The function of multiplier splitter block is to splitting given multiplier in to two bits respectively. For multiplying 8 X 8 binary 

numbers the Multiplier (B) has been divided into 4 Partitions such that 4 Partial Products will be generated using this Multiplier 

instead of 8 Partial Products in conventional multipliers. 

Multiplier Splitter Based Partial Product Generator (MSBPPG) 
 

Multiplier splitter based partial product generator (MSBPPG) is the basic building block of splitter based multiplier, this 

block comprises of two sub-blocks namely, partial product array and 4-1 multiplexer. The multiplicant (A) is directly given as the 
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input of partial product array. The partial product array is designed to produce the number of feasible partial products by multiplying 

the multiplicant (A) with 4 different weights such as 0,1,2,3 based on the multiplier splitter. 

In this Partial Product Array multiply by ‗0‘ means is multiplied by ‗0‘.Multiply by ‗1‘ means the Product still remains the 

same as the Multiplicant value. Multiply by ‗2‘ means Left shift the Multiplicand once. Multiply by ‗3‘ means addition of multiply by 

1and multiply by 2. Multiplier splitter is used to split the multiplier into 2 bit (N/2) sequence which acts as the selection lines of the   

4-1 multiplexer. The Partial Product will be chosen based on the selection table given in table 3. Finally the partial product which 

corresponds to the assigned weight is manipulated from the selection line (B1 and B0) by employing a 4 -1 multiplexer. 

                                                         Table 2 Partial Product Selection table 

BN+1 BN PARTIAL PRODUCT 

0 0 0 X Multiplicand 

0 1 1 X Multiplicand 

1 0 2 X Multiplicand 

1 1 3 X Multiplicand 

 

Wallace Tree Arrangement 

             Wallace tree has been used in the proposed architecture in order to accelerate multiplication by compressing the number of 

partial products. This design is done using half adders, Carry save adders and the full adder to speed up the multiplication. In the 

Wallace tree addition the second partial product had to be shifted left by two bits before adding to the first partial product. Hence the 

third will be shifted left by four whereas for fourth will be shifted left by six. Hence after proper arrangement all the four partial 

products will be added.  

Sign Detector 

 

The proposed architecture depicted in figure 1 is only able to multiply unsigned numbers. By including the additional block 

called sign detector to the figure 1 which will able to multiply both signed and unsigned numbers.      Sign detector is used to detect 

the sign bit of the product for the corresponding inputs. Initially MSB of the multiplicand and multiplier is dispatched to the sign 

detector where the EX-OR operation takes place.  

Table 3 Performance Comparison 
 

Parameter Wallace tree 

multiplier  

Booth 

multiplier 

Splitter based 

multiplier 

Number 

of Slices                                  

19 18 17 

Number 

of 4 input 

LUTs                     

33 32 31 

Number 

of IOs                                     

16 25 23 

path 

delay   

21.129ns 17.366ns 11.642 ns 
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CONCLUSION AND FUTURE ENHANCEMENT 

  The proposed Splitter Based Multiplier is designed and synthesized to produce the product in a faster manner and also 

overcomes the limitation of the other basic multipliers. The Synthesis Report shows that the computational time of Splitter Based 

Multiplier for Unsigned numbers is 11.642 ns and it is lesser than Wallace Tree Multiplier and Booth Multiplier respectively. In the 

future the proposed SBM can also be implemented using CMOS Technology and the hardware and time requirement of the same can 

be compared with the existing multipliers. The SBM can also act as MAC unit when it combined with an accumulator.   
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